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Abstract—Software system traceability plays a crucial role in the development and assurance of any dependable software-intensive system. Federal agencies developing or regulating mission-centric or safety-critical software systems require traceability as a core component of the approval and certification process. Manually generating and managing traceability links is a tedious and error-prone task that requires great effort. The state-of-the-art automated traceability techniques rely on information retrieval and machine learning techniques. While these techniques create semantic links between artifacts, they are inadequate for analyzing the satisfiability of the underlying traceability criteria. Therefore, in this paper, we describe SHERLOCK, an integrated environment to facilitate the rapid and continuous certification of software systems. At the core of SHERLOCK’s capabilities is the novel concept of Traceability Certification Models (TCM) and a Catalog of Certification Assurance Case Patterns (CACP) which guides the efforts of establishing the required trace links for fulfilling the criteria for a given certification. By relying on TCMs, CACPs as well as traceability and change impact analysis techniques, SHERLOCK can report the system’s traceability coverage in terms of missing traceability links required for certification, and deprecated/unnecessary links. We showcase SHERLOCK’s capabilities using a case study of certifying an Attitude and Orbit Control System (AOCS).
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I. INTRODUCTION

Software traceability concerns the capability of establishing trace links (relationships) between multiple software artifacts (e.g., requirements, code, test cases, etc) [28]. Software traceability is a key element of the software certification process [32]. It enables variety of software engineering activities required for continuous software certification such as impact analysis [41], compliance verification [20], as well as requirements and design validation [21], [23], [40], [42]. However, obtaining traceability information can be expensive and therefore must be performed strategically based on the certification criteria to prevent excessive costs of the analysis due to trace-link proliferation [13], [15], [19], [38], [40], [42], [46].

Current guidelines for certifying safety- and mission-critical systems prescribe traceability for two main reasons: (i) product certification (as a more direct measure to show that specific cyber-incidents, potential failures, and hazards have been explored, potential failure modes identified, mitigation techniques are in-place and the system is designed and implemented in a “demonstrably rational way”), and (ii) process certification (to indirectly measure that good practices have been followed during the software development). Unfortunately, there is a significant gap between prescribed and actual traceability due to the lack of automated tools adopted by the industry to facilitate this labor-intensive process [33], [47], [48].

Existing certifications for safety-critical systems have their own sets of objectives and criteria that a software product has to fulfill to be certified at a certain level. Reasoning over these heterogeneous aspects is challenging as each of them requires their own set of artifact analysis to collect evidence for certification.

Therefore, in this paper, we describe our early efforts in developing SHERLOCK, an integrated environment with a set of automated capabilities to extract rich and diverse software analytics to enable the rapid and continuous certification of software. Our goal is to facilitate the process of establishing required trace links for a software system to be certified at the desired level.

The main contributions of this work are:

1. we discuss the novel concept of Traceability Certification Models (TCM) that introduce a uniform language for communicating a certification’s requisites. A TCM indicates the evidence that needs to be collected alongside the required trace links between artifacts.
2. we present the concept of Certification Assurance Case Patterns (ACPC), which aims to help the construction of assurance cases to provide evidence that required trace links were established;
3. we present customized traceability techniques to establish the required trace links between the artifacts as described in the TCM.
4. we report our early results in developing SHERLOCK that integrates the above capabilities and report traceability coverage in terms of missed trace links and deprecated links for a given certification.

The rest of this paper is organized as follows: Section II describes SHERLOCK and the techniques developed to provide the aforementioned capabilities; Section III presents a case study of using SHERLOCK in Attitude and Orbit Control
Section IV discusses past works in the area; Section V concludes the paper and elucidates on future work.

II. SHERLOCK OVERVIEW

SHERLOCK’s design and how it integrates with a software development lifecycle is depicted in Figure 1. It is important to clarify that this design does not assume that the Verification and Validation (V&V) activities are conducted in a waterfall fashion, but instead, it highlights how we use the artifacts produced in each phase to provide SHERLOCK’s capabilities. As shown in this figure, SHERLOCK is delivered as an integrated environment to enable automated certification and continuous monitoring. It has three components to provide this integrated environment: Certification Assurance Case Patterns (CACP), Traceability Information Models (TCM), and Automated Traceability Analysis. In the next subsections, we elaborate on each of these elements.

A. A Catalog of Certification Assurance Case Patterns (CACP)

Certification cases are structured arguments over a system’s intended properties [51]. They provide a mechanism that allows engineers and external certifiers to assess the system’s overall quality. Assurance cases are often needed for safety-critical systems due to regulations for certification purposes.

Creating assurance cases is a costly task that demands expertise and effort. Moreover, maintaining an assurance case in order to enforce that it accurately reflects the system that has been built is challenging as the system’s properties that were once true, may become invalid due to bugs or new requirements that were added to the system. Furthermore, when software vendors are working towards certifying their software products, they face the challenge of navigating a series of technical documents for uncovering what has to be done in order to comply with the objectives from the certification [30]. These certification documents usually have hundreds of pages and appendixes which can be difficult for engineers to verify to which extent they are compliant with the certification’s interest as well as to verify what are the certification’s objectives that still has to be fulfilled. This problem also affects certifiers, that need to ensure that all criteria has been successfully met by inspecting any evidence provided by software vendors.

To overcome the aforementioned challenges, SHERLOCK contains a catalog of Certification Assurance Case Patterns. Each pattern has a set of structured arguments about the software’s compliance with a given certification criteria. They are used to ensure that the software meets the criteria for certification.

One of the underlying premises of our work is that developing common assurance case patterns can facilitate the creation of accurate assurance cases, the identification (manually or automated) of evidence and aid the analysis of the software for the purpose of certification. Each Certification Assurance Case Pattern (henceforth CACP) in SHERLOCK’s catalog is composed of the following elements:

— **Goals**: assertions (claims) about a system’s property. This can either be a quality aspect (such as security, safety, etc) or concerning a certification goal.
— **Strategies**: describe how any sub-claim will support higher-level claims.
— **Solution**: proof (evidence) that the corresponding connected (sub-)claim is correct.
— **Context**: the scenario in which the claim is applicable.
— **Assumption**: a premise that is assumed as true such that the arguments and strategies are valid.
— **Evidence Rules**: rules for collecting evidence for the claim. They indicate the required trace link(s) that need to be in place for the claim to be valid.

Each of these CACP’s elements has instantiation points, which are “holes” that are filled out according to the system under analysis. This way, each CACP acts as a template that will guide a software engineer to create a solid argument that can correctly represent the desired properties of the system. These assurance cases are intended to minimize the costs and efforts of writing assurance cases. As a result, CACPs start with a very high-level claim that the “system complies with certification X level Z”.

To create certification ACPs we (i) leverage existing technical and training documents for a certification of interest, and (ii) perform a systematic literature review on previous efforts on constructing assurance cases for certification criteria [29], [30]. As we scrutinize certification-related papers/documents, we construct claims. We then integrate and structure these claims in order to make valid a top argument in the form of “system complies with certification X level Z”.

B. Traceability Certification Models (TCM)

At the core of SHERLOCK’s approach is the novel concept of Traceability Certification Models (TCM), designed as a uniform language for communicating a certification’s requisites with all stakeholders. The TCM concept emerged as a result of an earlier study of which we conducted across a wide range of software-intensive systems including the Airbus A320/330/340 family, Boeing 777, Boeing 7J7, and NASA robots [40], [42].

A TCM delivers the following advantages to the current traceability techniques [38]:

---
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At the core of SHERLOCK’s approach is the novel concept of Traceability Certification Models (TCM), designed as a uniform language for communicating a certification’s requisites with all stakeholders. The TCM concept emerged as a result of an earlier study of which we conducted across a wide range of software-intensive systems including the Airbus A320/330/340 family, Boeing 777, Boeing 7J7, and NASA robots [40], [42].
(i) it provides a reusable infrastructure for cost-effective and strategic traceability analysis, that guides developers on establishing only the trace links that are necessary for certification. Therefore it enables a proactive approach to software certification and guides the efforts towards establishing the most important trace links;
(ii) it helps engineers establish strategic traceability links to be used during the certification phase as well as continuous assessment of software certification status while the products are being built;
(iii) it can be used to keep engineers fully informed of the evidence that needs to be collected alongside the required trace links between artifacts;
(iv) it can be used to visualize underlying certification criteria addressed and missing evidence that must be generated;

In our earlier work [37], [39], [40] we described the idea of using Traceability Information Models to support software certification and compliance for safety-critical and mission-centric applications. The TCMs are built from our prior works in Traceability Information Models [40] and we present an augmented set of TCMs which explicitly differentiate between reusable traceability links (i.e., those links internal to the certification criteria, which can be used across multiple projects) versus project-specific traceability links established as mappings from concrete software artifacts to components of the TCM.

For each certification guideline, we develop a TCM. Each TCM is centered around traceability links required to satisfy certification criteria or be in compliance with existing regulatory codes for the software system. Therefore, a TCM explicitly models the following elements:

- **Certification Criteria**: defining a criteria from the standard used for audit and certification of the software.
- **Software Artifact**: refers to any artifact types that can serve as source or target of traceability links and the certification requires the trace evidence to be collected for.
- **Proxy Elements**: each artifact type in a TCM has a proxy element which can be used to map an artifact type in TCM onto one or more concrete artifact in software repositories (e.g. models). Once these mappings are accomplished, all of the traceability information embedded in the TCM along with the certification criteria are automatically inherited by the project. As a result, TCM have been shown enable actionable analytics supporting software certification while reducing the cost and effort of traceability [40]. For instance, an engineer can review an instantiated TCM (a TCM with all the potential traceability links prescribed by it) to reason to what extent certification criteria are satisfied, what other evidences must be generated and more importantly what are the risks in software that must be addressed. While each TCM in our catalog will be a meta-model of traceability certification criteria, it can be operationalized through automated traceability capabilities delivered as part of SHERLOCK.

### C. Automated Traceability Analysis

Performance-centric and mission-critical software systems are extremely large and include a multitude of artifacts, besides source code. They can include design models (e.g. AADL, UML, SysML), a variety of documents, requirement specifications (written in formal or natural language formats), test cases, bug reports, communications between stakeholders, etc [38]. These are created and maintained over long periods by different individuals. Establishing and maintaining explicit traceability between software artifacts is difficult yet a very important problem [10]. Furthermore, the analysis of the traceability link regarding certification criteria is a challenge not adequately addressed [14].

Therefore, SHERLOCK presents a set of automated techniques to support the on-demand creation of traceability links. The approach relies on information retrieval and data mining techniques from our previous works [19], [25], [42] to enable the creation and maintenance of traceability links. SHERLOCK contains a novel traceability platform that uses first-of-its-kind approaches for generating trace recommendations, and pushing them to knowledgeable project stakeholders within the context of their daily work. The goal is to minimize reliance on end-of-project big-bang trace activities by eliciting traceability decisions from informed stakeholders throughout the project. Our prior evaluations provide strong evidence that using this technique, the cost of establishing and maintaining traceability links and performing audit and certification of the software can significantly be reduced [22].

We deliver automated approaches for generating traceability reports required for generating reliable evidence to support Certification Assurance Case Patterns (CACP) described in Section II-A. A feasibility study for such capability was performed in an earlier work [23].

The traceability approach [23], [25], [36], [52] uses custom machine learning algorithms tailored to deal with software engineering artifacts. We have previously used this algorithm to trace quality goals (such as security, performance, resiliency, and usability) to project-level requirements, design models, and source code across a variety of projects, and technical safeguards to product level requirements in healthcare-related products. The approach involves three phases (preparation, training, and detection) which are described below [36]:

- **Preparation**: In this first phase the approach preprocesses the artifacts by (1) removing non-alphanumeric characters, (2) stemming words to their morphological roots, and (3) removing “stop words”, which are commonly used terms that are not helpful for classification purposes (e.g., “the”, “shall”, etc). The remaining terms are then transformed into a vector of terms.
- **Training**: This phase takes as input a set of pre-classified software artifacts. From this input set, it computes a set of indicator terms, which are treated as representative for each artifact type. For example, terms such as credentials, password, and login are more recurrent in artifacts related to the authentication of actors than in other kinds of artifacts.
Thus, these terms receive a higher weighting with respect to that mitigation technique.

The trace by classification is defined more formally as follows. Let $q$ be a specific artifact type such as security requirements. Indicator terms of type $q$ are extracted considering the set $S_q$ of all datasets that are related to type $q$. The cardinality of $S_q$ is defined as $N_q$. Each term $t$ is assigned a weight score $Pr_q(t)$ that corresponds to the probability that a particular term $t$ identifies an artifact associated with type $q$. The frequency $freq(c_q,t)$ of term $t$ in an artifact description $c$ related with type $q$, is computed for each artifact description in $S_q$. $Pr_q(t)$ is then computed as:

$$Pr_q(t) = \frac{1}{N_q} \sum_{c_q \in S_q} \frac{freq(c_q,t)}{|c_q|} \cdot \frac{N_q(t)}{N(t)} \cdot \frac{NP_q(t)}{NP_q}$$

(1)

**Detection:** During this phase, the indicator terms previously computed using Equation 1 are used to evaluate the likelihood ($Pr_q(c)$) that a given artifact $c$ is associated with the type $q$. Consider $I_q$ be the set of indicator terms for type $q$ identified during the training phase. The classification score that artifact $c$ is associated with type $q$ is defined as:

$$Pr_q(c) = \frac{\sum_{t \in I_q} Pr_q(t)}{\sum_{t \in I_q} Pr_q(t)}$$

(2)

where the numerator is computed as the sum of the term weights of all type $q$ indicator terms that are contained in $c$, and the denominator is the sum of the term weights for all type $q$ indicator terms. The probabilistic classifier for a given type $q$ will assign a higher score $Pr_q(c)$ to an artifact $c$ that contains several strong indicator terms for $q$. Artifacts are considered to be related to a given type $q$ if the classification score is higher than a selected threshold.

Furthermore, we design and evaluate algorithms based on the Vector Space Model (VSM) [49] because this technique is suitable for tracing artifacts/concepts that do not frequently recur in similar forms across multiple projects. When using VSM each software artifact is represented as a vector of weighted terms. In a trace link between a source artifact $f$ and a target artifact $q$, the target artifact $q$ is represented as a vector $\tilde{f} = (w_{1,f}, w_{2,f}, ..., w_{n_f}, f)$ and the source artifact $q$ is represented as $\tilde{q} = (w_{1,q}, w_{2,q}, ..., w_{n,q})$, where $w_{i,f}$ represents the weight of the term $i$ for source file $f$. We assign weights to individual terms based on TF-IDF [49]. In this weighting scheme, the $tf$ represents the term frequency, and the $idf$ corresponds to the inverse document frequency. The term frequency is computed for target artifact $f$ as $tf(t_i, f) = freq(t_i, f)/|f|$, where freq($t_i, f$) is the frequency of the term in the artifact, and $|f|$ is the length of the artifact. The inverse document frequency $idf$, is typically computed as:

$$idf_{t_i} = \log_2 \frac{n}{n_i}$$

(3)

where $n$ is the total number of artifacts in the corpus and $n_i$ is the number of source files in which term $t_i$ occurs. Thus, the individual term weight for term $i$ in artifact $f$ is then computed as $w_{id} = tf(t_i, f) \times idf_{t_i}$. Given these definitions, the similarity score $Sim(f, q)$ between a target artifact $f$ and source artifact $q$ is computed as the cosine of the angle between the two vectors as:

$$Sim(f, q) = \frac{\sum_{i=1}^{n} w_{i,f}w_{i,q}}{\sqrt{\sum_{i=1}^{n} w_{i,f}^2} \cdot \sqrt{\sum_{i=1}^{n} w_{i,q}^2}}$$

(4)

Our algorithm uses the cosine similarity score between all desired software artifacts defined in TCMs to establish the traceability links.

**D. Effective Software (Re-)certification through Change Impact Analysis**

SHERLOCK leverages an automated change impact analysis platform we previously examined [40]. This platform enables the developers and certifiers to perform a change impact analysis to identify the impact of software changes on certification criteria and assess whether new evidence must be collected or not. Early evaluation of this change impact analysis platform in our previous work [40] indicated the practicality of it and indicated that it can be a cost-effective solution to maintain software qualities in mission-critical software.

The change impact analysis works by continuously monitoring the software’s artifacts (such as code, test cases, requirement documents, etc) and detecting changes. Based on the trace links previously established, SHERLOCK further identifies the change type (addition, removal or modification). By relying on the TCMs and the trace links automatically established SHERLOCK provides the following notifications for software vendors:

- a list of claims and/or sub-claims that must be revisited and which evidence may not hold anymore;
- trace links that might be affected by a removal/modification change type;
- trace links that are missing due to an addition change type;

**III. CASE STUDY: CERTIFYING AN AOCS**

To illustrate how SHERLOCK can help the certification of a software product, consider as an example an **Attitude and Orbit Control System (AOCS)** [17], which is a system for controlling satellites. We collected multiple publicly available software artifacts such as architectural models [11], source code, test cases, and documentation [17], [45]. In this section, we demonstrate how SHERLOCK can facilitate the process of certifying the AOCS following the DO-178C certification. In the next subsections, first we describe the AOCS’ architecture (Section III-A) and the DO-178C standard (Section III-B). Subsequently, we described the use of SHERLOCK in aiding the certification process.

**A. AOCS Architecture**

The satellite receives telecommands from the ground station and replies with telemetry data. The telemetry data indicates the status of the satellite along with data collected by the satellite’s sensors. The telecommands sent by the ground station controls a variety of aspects of the satellite such...
as its nominal attitude, nominal orbit, power up/down the unit, reconfigure unit, mark unit as “unhealthy” or change its operational mode.

Figure 2 contains the architecture of this AOCS modelled using the Architecture Analysis & Design Language (AADL) [11]. For the sake of clarity, this architecture diagram depicts only the AOCS’ major components but the full architectural model is publicly available at [11]. As shown in this diagram, telecommands are received by the central computer and forwarded to the main software whereas the telemetry data generated by the sensors are received by the central computer and sent to the ground station. This AOCS has the following software elements [17]:

- **Telecommand Processing (TCP)**: a thread that processes incoming telecommands from the ground station and then computes the nominal attitude, nominal orbit, and maneuver command.
- **Attitude Control Function (ACF)**: a software thread that operates in a closed-loop to maintain the AOCS’ nominal attitude (as provided by the TCP thread). This thread relies on sensor data to compute the necessary torque, which is a command sent to the attitude actuators (actuators are hidden).
- **Orbit Control Function (OCF)**: a thread that computes the forces that need to be applied to the satellite for it to maintain its nominal orbit. The computed forces are sent to delta-V actuators (not shown in the diagram).
- **Manoeuvre Execution (ME)**: a thread that computes a sequence of actions that have to be performed for the AOCS to fulfill a goal.
- **Failure Detection and Isolation (FDR)**: a thread that detects failures in the system and identifies their root causes.
- **Telemetry Processing (TMP)**: a thread that continuously collects telemetry data to be sent to the satellite’s central computer. The actual contents of the telemetry packets are determined by the telecommands.

**B. DO-178C: Software Considerations in Airborne Systems and Equipment Certification**

When it comes to airborne systems and related equipment, multiple regulation authorities (e.g., FAA) require these systems to follow the DO-178C [27] certification to be approved for use. This certification requires trace links between multiple software artifacts for compliance.

The required trace links depend on the software level. This is determined by performing a safety assessment and an analysis of the potential hazards incurred by the software [30]. The DO-178C defines five certification levels: A (Catastrophic), B (Hazardous), C (Major), D (Minor), and E (No Safety Effect). Except for level E, all the other software levels require trace links between different artifacts [27].

As part of this case study, we have created a TCM for **DO-178C**, depicted in Figure 3. This TCM starts from a top-level argument, that is instantiated from the catalog of Certification Assurance Case Patterns (CACP). The TCM models the Verification & Validation Evidence needed for certification and how they correlate with the objectives from the **DO-178C** standard [27].

As depicted in this figure, the TCM indicates the required trace links per certification level A-D 1. For instance, in case the software is at any level A, B, C, or D, for every high-level system requirements there must be a test case or unit test developed to check the satisfaction of that requirement. Therefore the TCM in Figure 3 models artifact types SysRS: High Level and Test Cases and explicitly models trace links in between them. Such traceability links will be used during the software certification process to demonstrate software satisfies the certification criteria and is dependable.

**C. Using SHERLOCK for Certification**

To aid software certification, SHERLOCK can be used in four steps:

--- **Step 1: Certification Criteria Selection**

When assessing a software a certifier first selects the desired certification standard and certification criteria. In this case study, the specified standard is **DO-178C** and the criteria are Level B (Hazardous) since a failure in the AOCS can negatively impact on safety and/or performance of the satellite.

--- **Step 2: Assurance Cases for Required Traceability**

Based on the selected standard and criteria, SHERLOCK determines that the following traceability links are required for certifying any software at level B according to the DO-178C standard:

- Traceability between low-level and high-level requirements;
- Traceability between high-level requirements and software architecture;
- Traceability between low-level requirements and source code;
- Traceability between low-level requirements and test cases;

---

1 The level E is not shown as it does not require trace links.
Traceability between high-level requirements and test cases;
- Traceability between test cases and test procedures;
- Traceability between test cases and test results;

Based on this determination, SHERLOCK selects the CACP from its catalog associated with the DO-178C level B. Figure 4 shows an excerpt of a CACP claiming that the system is compliant with the Software Considerations in Airborne Systems and Equipment Certification DO-178C level B [29], [30]. For such a claim to be true, the ACP has sub-claims (goals) about aspects that are true to make the software compliant. The leaf evidence nodes in a certification ACP are connected to evidence rules nodes. These are used to collect concrete evidence from software artifacts that the claim is valid for the system under analysis. In this example, we demonstrated that for the claim G3#3 to be satisfied, there should be a trace link between high-level requirements and software architecture.

— Step 3: Traceability Analysis

In this third step, Sherlock establishes the required trace links by leveraging the techniques described in Section II-C. Since we are currently in the process of collecting a curated dataset of trace links for this automated analysis, for this case study the trace links are established manually.

Consider the sample low-level requirements listed in Table I. Per DO-178C, these requirements must have trace links to test cases. According to the AOCS documentation [44], [45], the requirements R1 and R2 are tested at the “TestCaseFailureDetection_1” test case, therefore, there is a trace link between R1 to this test case as well as from R2 to the test case. However, the test cases do not provide an implementation for verifying that messages are exchanged via encryption (R3). As a result, SHERLOCK indicates a failure to comply with the DO-178C standard due to a missing trace link.

### Table I

<table>
<thead>
<tr>
<th>ID</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1</td>
<td>The x-axis shall not deviate by more that 20 degrees from the sun line.</td>
</tr>
<tr>
<td>R2</td>
<td>The actual attitude shall not deviate from the nominal attitude by more than 25 degrees.</td>
</tr>
<tr>
<td>R3</td>
<td>The messages exchanged between the ground station and the satellite (and vice versa) should be encrypted.</td>
</tr>
</tbody>
</table>

— Step 4: Continuous (Re)-Certification

Once trace links are established and certification assurance case patterns are instantiated, SHERLOCK actively monitors the AOCS’ artifacts to uncover changes. For instance, considering a change scenario in which the requirement R1 is changed to “the deviation threshold is 10 degrees instead of 20°”. This is detected by SHERLOCK as a modification that can impact the artifacts linked to the modified requirement. In this specific example, the software vendors are notified that the test case “TestCaseFailureDetection_1” needs to be updated to reflect the aforementioned change.

---

*Fig. 3. A Traceability Certification Model (TCM) for DO-178C*

*Fig. 4. An excerpt from a certification assurance case pattern for DO-178C*
IV. RELATED WORK

One of the ways to question and quantify compliance of a system with a certification is constructing assurance cases which can be represented textually or graphically. GSN [4] and CAE [16] provide well established graphical notations to express arguments easily. Besides, SACM [8] favors model-based approach which can be complemented with GSN and CAE for graphical support. There are some of the open and closed source tools used for constructing assurance cases [1], [3], [9], [24], [34]. However, these notations do not include an element that enables the automated extraction of evidence for a claim.

How to build an argument is of importance as the compliance relies on reasoning and evidence. Two fundamental approaches that guides argument structure development are top-down and bottom-up [4], [31]. Arguments can also be constructed from scratch or by using predefined patterns/templates. Kelly [31] took the lead to reuse and create a catalogue of safety patterns. Since then online and offline patterns have been published [2], [5]–[7], [12], [31], [50]. While most of the assurance case catalogues are dedicated to one or two quality attributes, SHERLOCK goes beyond asserting the system’s quality attributes, but it has assurance case patterns to guide certification with respect to required trace links.

Customization of patterns by selecting relevant elements is a way to reuse assurance cases such as in [26] for security. However, it is not effective and possible to predefine all argument elements for all prospective certification requirements. Therefore, SHERLOCK uses parameterized pattern instantiation complying with given certification where a set of holes located in the argument elements are filled with artifact information.

Chen et al [18] proposed a certification process where regulator develops argument pattern templates and manufacturers instantiate accordingly and exemplified usage of patterns for insulin pumps. SHERLOCK’s catalog of CACPs will include certification patterns that also helps to the certifier to assess the claims and show which claims are not true (e.g., a case is when executable code is not compatible with target computer).

Besides past works on assurance cases, some other research focused on modeling existing certification standards, such as for the DO-178C described in this paper. The DO-178C provides some guidance on how to produce a software for airborne systems that performs its functionalities with a level of confidence in safety that complies with airworthiness requirements. However, the relationship between the guidance and the purpose of DO-178C is remained implicit. To elucidate how exactly provided guidance in DO-178C would incorporate to its purpose, Holloway first proposed an explicit assurance case for DO-178C in [29] and then, applying some revisions, introduced the final case in [30]. This case is created based on four fundamental concepts of the case: (i) transforming safety into correctness, (ii) allowing life cycle flexibility, (iii) using confidence arguments, and (iv) explicating before evaluation. It also provides some salient characteristics about and some experts from the case.

There also have been some efforts on building software design infrastructures to enforce certification information on the software design level. Metayer et al [35] introduced a Domain Specific Modeling Language (DSML) which provides documentation infrastructure that enforces certification information required by DO-178C and its supplements to meet software’s design assurance level. In another line of work, to overcome the complexity of understanding, interpreting and complying with a standard to create an evidence for a certification, an explicit conceptual model of that standard is created [43]. Then, this model is being used to build a UML profile that software suppliers could use to relate safety standard concepts with their application domain and provide evidence of compliance of their software with the standard. In the third step, a domain model of the application would be elaborated. Finally, an instance for a specific certification would be created.

V. CONCLUSION AND FUTURE WORK

We described our current development of SHERLOCK, an integrated environment to provide capabilities for helping developers in identifying artifacts and traceability links that are necessary for certification. While it guides the traceability creation and maintenance, it also creates several reports including, missing traceability links, deprecated traceability links, certification criteria with/without trace evidence, and certification criteria adequately satisfied. Furthermore, traceability creation models (TCM) introduced in this paper can be used by a certifier to obtain necessary evidences about to what extent the software development process has followed the prescribed best practices. Therefore, it will not only support the certification of the software, it will also enable the certification of the development process used to build the software. For instance, it can help certifiers obtain an evidence that software testing was adequately performed, all requirements had test cases, or design decisions were thoroughly followed into downstream software artifacts and code.
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